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Annotation

Today’s fields of artifical intelligence, notably neural networks and genetic programming, derive
their results based on random permutations of elementary skills. Often they try to mimic the
behavior of biological systems. However, we currently lack tools which would, in addition to
yielding correct solutions, also define the method that solves a given problem.

This paper describes an algorithm that can, based merely on the success it had solving the
problem so far, learn to solve the problem correctly and in addition provide a procedure to
solve the problem in the future. The derived procedure can be stored and later applied on
more instances of the same problem. For developing the algorithm I made a simulator, which is
capable of performing simulations on an arbitrary number of robots placed in a virtual world.
The simulator is a multi-platform client-server application. Users can control all simulations
via the internet and save the results in text or in 3D animation format.

The simulator simulated a population of robots, which did not know, how they can get
required energy. The artificial intelligence algorithm successfully solved this problem in three
minutes.

The virtual world helps us to develope new and better programs like this new artificial
intelligence. We can idealize conditions in the virtual world and see some unreal situations.
The unreal simulations helps us to discover new principles in the real world.

Key words: Swarm intelligence, artificial intelligence, simulator, robot, virtual world, software,
client, server, 3D animation
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1 Introduction

Nowadays we know some algorithms like Artificial Neural Networks (ANN), genetic program-
ming, data mining etc. These systems use random processes for solving problems. This paper
describes a new artificial intelligence algorithm that do not use any random processes and it
can make new program as its output. The new created program can solve the current problem
all the time. For developing this new intelligence I made a simulator Yunimin that simulates
many robots in virtual world.

The intelligence algorithm runs on the virtual robots on the simulator Yunimin. We can see
all simulations in real-time and the simulated virtual robots can communicate with real robots
via serial (for example bluetooth) connection. We can compare user written algorithms with
artificial intelligence, because the simulator can simulate all programs for robots in language
C/C++. The virtual world helps us to develope new and better programs, we can idealize
conditions in the virtual world and see some unreal situations. The unreal simulations helps us
to discover new principles in the real world.

Swarm robotics algorithm: The goal of this intelligence is Database of experiences where
it has all its known functions. The algorithm makes elementary combinations of its experiences
and gets a fitness value as an information about its success. User can edit the experiences in
the database and he can prepare the intelligence to solve the current problem. The algorithm
needs axiomatic experiences to learn new experience as a combination of the axioms. When
the algorithm will solve the next problem, it will use new learned experiences as its axioms and
it can solve more difficult problems. User can copy the Database of experiences and use it for
other version of the intelligence algorithm or he can merge more databases to make one big
database that can solve all learned problems.

The algorithm can colaborate with other intelligence algorithms, because the user can add
other intelligence algorithms as one experience or communicate with other programs in real-
time.

Simulator Yunimin: The simulator is designed for simulating robots moving on the ground
in the virtual world. The programs for robots are in C/C++ programming language. The
simulator can run on Windows or Linux based operating systems. The server simulates the
virtual world with robots. Users can view and control whole simulation via the Internet. Users
can pre-set some conditions of the virtual world and simulate real or unreal processes. Users can
add new robots to the virtual world during the simulation. The simulator is able to simulate
big populations of robots, we can see the behaviour of populations and discover new principles.
Users can save the output data in text (CSV) format or render it as 3D animation with our 3D
models of robots and virtual world. During the simulation we can see the results as real-time
2D animation or in plain-text format.

The simulator was successfully simulated several scenes of collective cooperation of robots.
For example, a simulation of ten robot, whose task was to survive as long as possible. The
question was, how can they keep their decreasing energy. The artificial intelligence solved this
problem successfully on the simulator.
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2 The artificial intelligence algorithm

2.1 Motivation for the basic algorithm of the artificial intelligence

Imagine a game where we get a number (numbers) and our task is to answer a next number
(numbers). At the beginning of the game we do not know any number to answer, so we send
a random number. We get an information about our success and we get another number.
We have to respond again. We repeat the cycle until we find an algorithm which computes
the correct numbers. Since the beginning of the game we know only one information, we can
compute the answer only from the input numbers.

Suppose now that we have an algorithm that can play this game. Any input (from sensory
perception to non-numeric data) can be converted to a list of numbers that we can put to the
input of this algorithm. Similarly, we can convert the numerical output to any data format.

For the functionality of the algorithm is sufficient that we will put the input data and success
of the algorithm in each step. For example we can represent the success in percent.

We are looking for an algorithm that cyclically receives the input as list of numbers and
the current success and after each cycle it sends the output as list of numbers. The scheme of
algorithm that can solve this problem is shown in figure 1. The program takes input data and
success. The main algorithm calls elementary and then complex combinations of experiences
from Database of experiences. Database of experiences is a directed acyclic graph, where the
vertexes points to functions and edges means the conectivity between elementary and complex
functions. The entire graph is based on the axiomatic experiences and then the algorithm
adds new vertexes as new learned experiences. The called combination of experiences from the
database has access to:

1. the temporary memory,

2. the global memory for reading general informations (Structure of the informations)

3. the history memory

4. or it can establish communication with other network devices - like sensors.

When the algorithm discovers the correct combination of experiences, this combination is added
to the Database of experiences as new experience. The algorithm has fulfilled its task and it
can respond correctly to a specified input or it can be terminated. The intelligence algorithm
learned how to solve similar problems related with the solution of this problem.

2.2 Structure and description

All parts of the artificial intelligence are described in figure 1.

2.2.1 Input and output

Input and output is a stream of numbers or strings. The algorithm gets input with an informa-
tion about its success and it computes some outputs. Then it gets informations about success
of these outputs with new input. The new input data can be the same as the first input data.

2.2.2 Fitness function

Fitness function gets to the artificial intelligence an information about its success. This function
will make the success information from the output data of the intelligence or compute it from
other external data. User can use the intelligence algorithm to try to compute the correct
success.
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2.2.3 Structure of the informations

Structure of the informations is a directed acyclic graph. When the intellignce solves a new
problem the Structure of the informations is reseted. Vertices contains data which are processing
by the intelligence. We have input vertices and then the algorithm will create some added
vertexes. The input vertexes are created from the input data. Each added vertex will appear
as an output of an actual called combination of the experiences. Some added vertexes are
labeled as the output data.

2.2.4 Experience

Experience is a function which work with Structure of the informations and its own memory.
The experience gets some vertices from Structure of the informations as its input. The experi-
ence computes output and use its own memory and then sends output as making new vertices
in the Structure of the informations. The experience makes directed edges between each input
and output vertex. The value of each edge is an id of experience which computes the output.

2.2.5 Database of experiences

The database of experiences contains axiomatic experiences, combinations of the axiomatic
experiences and sometimes it contains user added experiences. The axiomatic experiences are
basic functions that can operate all common basic operations needs for computing the given
problem. Combinations of the axiomatic experiences are new experiences that formes automat-
ically when the algorithm successfully solves any problem. The artificial intelligence algorithm
learnes itself. User can add new experiences manually when he wants to help intelligence to
solve the given problem. User adds new experience as a function in the programming language.
He puts his function to array of user experiences. This function gets input and output in
Structure of the informations format.

2.2.6 History, global memory, sleeping

History is a memory where are saved informations about history of work. There are saved
informations about called functions and processed data. The experiences and other functions
can read this memory. Global memory is a memory with global informations about constants,
settings etc. The experiences can only read the global memory, because they can fill up the
global memory in a short time. Sleeping is a process after finishing each task which deletes
temp memory and Structure of the informations. It can clean and sort other memories and
prepare the artificial intelligence for next tasks.

History, global memory and sleeping function are not very important for running.

2.2.7 Description of the artificial intelligence algorithm

In the begining the artificial intelligence algorithm has the Database of axiomatic experiences
and learned experiences from previous tasks. Structure of the informations is empty graph
and other memories are empty, too. The algorithm gets the first input. It saves the input
to the Structure of the informations and then it calls all possible experiences and their basic
combinations. When it finds some possible results it will save new experience as the combination
which found these results. User can update the input data cyclically. When the intelligence
find the correct results it will create a program which solves the given problem all the time.

3



2.3 Practice

I simulated ten robots in two groups on the simulaotr Yunimin. The task was to still alive as
long as possible. The robots have to get an energy to still alive. The value of their energy was
a success value for the fitness function. Input were all distances from other robots and each
robot drove its two wheels as output.

The robots were in a playground. Each group had a half of the playground. If the robot
was in his half of the playground, his energy was lower with time. If the robot was in opposite
half, his energy was upper with time. When the distance between two robots was very small,
the robots can fight or collaborate. If the robots are from the same group, the robots with
more energy put some energy to the second robot. The robots from the same group helped
themselves. If the robots is not from the same group, stronger robot got some energy from the
robot with less energy.

When the simulation started, the robots went on the ground ”randomly”. After a few
seconds two robots went to opposite half of the playground. They remained on the border and
they waited for more energy. After one minute some robots went to the opposite half and they
waited for more energy for long time. After three minutes all robots changed their sides and
waited for more energy from opposite side of the playground.

The whole simulation was saved in CSV format and it was rendered as 3D animation in
AVI format.

3 Simulator Yunimin

Simulator Yunimin is a multi-platform client-server application that simulates behavior of mo-
bile robots in 2D virtual world. The application is primary intended to help debug programs for
robots. We cannot idealize the real world and pre-set the conditions for robots. The simulator
can indealize the vitual world to set ideal conditions for debugging programs and simulating
some unreal situations. It will help us in developing new projects with robots.

The simulator Yunimin simulates lots of robots as client applications. The Server accepts
new client connections and simulates the virtual world. Clients asks sever for some questions
like data on the sensors and communication. The robots in the virtual world can communicate
with real robots in real-time. The simulator use the TCP/IP communication.

The third part of the simulator is viewer. Viewer is a user based application that controls
all simulations via the Internet. The server accepts unlimited connections of clients or viewers.
One simulation can be controlled by namy users. Each user can add his own robots to the
simulation and see the behaviour of all robots in the scene. The simulator gets us the output
of the simulation as text/table data or we can render the 3D animation of whole simulation.
We can use our own models for rendering the scene. If we want to see the simulation in real
time, we can see real-time 2D animations or plain text data.

3.1 Motivation and benefits

When we are developing new mobile robots or programs for them, we need to test and debug
their behaviour. Developing is easier when we have a tool which can idealize conditions in the
real world.

Simulator Yunimin simulates many robots in the virtual world. We can pre-set conditions
of the virtual world. For example, we can set zero weight of robot or absolute accurary of the
sensors. We can control all simulations via the internet, the server accepts connections from
clients (simulating robots) and viewers (users). The simulating virtual robots can communicate
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with the real robots in the real world, because the server can simulate real-time communication
among real and virtual robots.

3.2 Characteristics of the simulator

The whole application consists of a server, clients and viewers. Server simulates the virtual
world like its physical conditions, position of robots, communication etc. Simulated virtual
robots (clients) are connecting to the server and give him some questions about the virtual
world and their position in this world. Clients gets answers like values of robot’s sensors which
are computed by server. Each connected client simulates one program for one robot. Users
can view and control the simulation via the Viewer. Viewer is a user interface that connects
to the server. Viewer sends to server all user equirements and gets back all informations about
all simulated robots. User can save the whole simulation in CSV (text) format or render it to
3D animation.

The simulator is designed for robots moving on the ground by wheels. The configuration of
next equipment is arbitrary. Accurary of the simulation is the same as accurary of input data.
The simulator supports parallel computing.

3.3 Usage

We can use the simulator in our own or we can connect to some server with this simulator.
The simulator can help us with debugging programs and deleting software errors. When your
program do not run correctly on the simulator, we know, that the error is not in hardware. The
simulator can simulate lots of robots, so we can simulate behaviour of big robotics population.
We can simulate unreal processes, because we can idealize the conditions in the virtual world.
We can watch detailed behaviour of robots, because we get data from the simulator in CSV
(text) format. We can edit and process the output data by other programs which are compatible
with CSV data format. We can render a 3D animation of the simulation with our 3D models
of robots and 3D model of the virtual world. The virtual robots can communicate among them
and with the real robots in the real world in real-time.

3.4 Technical characteristics

The simulator is a client-server application. The server simulates the virtual world, clients
are connected robots that communicates with server and ask it for the input like sesor data,
position etc. The clients (simulated robots) send to server informations about their behaviour.
The communication is in text format via TCP/IP protocol. The detailed communication is
desribed in documentation for simulator Yunimin.

User can view and control the simulation via the viewer. Viewer is a user interface that
receives informations about simulation from the server and display it like 2D animation for
user. User can save whole simulation in CSV (text) data format or render it to 3D animation
in AVI format. Many users can connect via many viewers to one server and independently
manage the simulation and their simulating robots. Viewer can add (or delete) new robots to
running simulation on the server. The detailed user manual and communication description is
described in documentation for simulator Yunimin.

The server accepts all requests from clients and viewers. The server supports TCP/IP pro-
tocol to communication. It supports parallel computing and it can run on the multi-processor
computers. The server computes the simulation discreetly, because the robot’s CPU changing
the input data all the time. The server can run in real-time mode and the simulated robots
can communicate with real robots, users and other computers in real-time, too. If the user
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switches the server to nonreal-time mode (on slow computers), clients are waiting for the server
and compute next data after accepts the answer from the server. The detailed description and
technical informations are written in the documentation for simulator Yunimin.

6



Figure 1: Schema of the artificial intelligence algorithm
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Figure 2: Rendered animation of the artificial intelligence algorithm made by simulator Yunimin

Figure 3: Architecture of the simulator Yunimin
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4 Conclusion

The artificial intelligence algorithm was successfully simulated on the simulator Yunimin. Many
robots were simulated in one scene, these robots did not know their task. They knew only their
actual success value and they tried to solve their problem only with this information. Another
task for robots in the virtual world was to still alive as long as possible. The robots did not
know how they could give some energy. The artificial intelligence algorithm successfully solved
this problem.

In the future we can enlarge the Database of experiences and find all axiomatic experiences.
The intelligence can colaborate with other artificial systems like Artificial Neural Networks
(ANN), genetic programming etc.

For developing the artificial intelligence and other problems I developed simulator Yunimin.
The simulator Yunimin is a multi-platform client-server application that can simulates all pro-
grams for robots in language C/C++. Many robots are simulated in the virtual world on the
server. All simulations are controlled by user via the Internet.

The simulator correctly simulated real scenes with real robots. The accuracy of the simulator
is the same as accuracy of the input data. We can idealize some conditions in the virtual world
and we can simulate some unreal processes that will us to discover new principles.
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A Results of the intelligence algorithm in developing

Figures 4, 5 and 6 shows behaviour of the artificial intelligence in developing. All graphs shows
record of one problem. The intelligence gets a number as input. It must find correct arithmetic
expression to compute an output number. All numbers were only integers and the axiomatic
experiences were operations plus, minus, times and division.

X axis is a time in steps, Y axis represents integers. Blue line is a success value of the
intelligence in each step. Red line represents input number and yellow line represents the
output number.

The graphs:

1. The first graph shows intelligence when it was only able to try all axiomatic experiences.

2. The intelligence prioritly called the experiences that were successful in previous tasks.

3. The intelligence can make a new experience as a combination of axiomatic experiences.

4. The same task as in graph three. The intelligence remembred new learned experience.

5. The intelligence gets new input when it has high success value.

6. The same task as in graph five, the intelligence remembred it.

Figure 4: The first and the second graph of the artificial intelligence results

Figure 5: The third and the fourth graph of the artificial intelligence results
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Figure 6: The fifth and the sixth graph of the artificial intelligence results

Figure 7: Legend for the graphs of the artificial intelligence results

B Simulator Yunimin

B.1 Screenshots

Figures 9 and 8 shows screenshots of the running simulator Yunimin on the server and then on
the local computer as localhost.

Figure 8: Screenshot of the running simulator on one PC
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Figure 9: Screenshot of the real-time simulation of many robots

B.2 Photographs

Figure 10 shows two photos from the competition on the simulator Yunimin. The contestants
had to write program for robot which will win the match. The robot wins when it catches
labeled robot as the first. The contestants competed with other people and with the artificial
intelligence algorithm.

Figure 10: Photos from the competition on the simulator Yunimin

Figure 11 shows the first simulated robot on the simulator Yunimin. In the photo is real
photo of the robot and 3D model that was used for rendering 3D animations.
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Figure 11: The first real simulated robot on the simulator with his 3D model
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