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Purpose of This Document

ELMAH was originally introduced with the MSDN article “Using HTTP Modules and Handlers
to Create Pluggable ASP.NET Components.” The goal of the article was to demonstrate how

HTTP modules and handlers can be used in ASP.NET to provide a high degree of
componentization that goes just beyond the classical reuse through controls. It was not the goal
of the article to discuss the implementation details of ELMAH or the background to some of its
design. That is the purpose of this document in the form of technical notes and using a casual

voice.

Please bear in mind that this is a “living” document that will be expanded as needed.

Overview

ELMAMH provides two HTTP modules and a set of HTTP handlers that can be used as a
foundation for a complete error logging, notification and display solution for web applications.
You can enable ELMAH for one or more web applications or for all web applications running
on a machine. All you have to do is deploy a single assembly and make changes to the

configuration file. There is no need to recompile or re-deploy an application.

The primary goal of ELMAH 1.0 is to demonstrate, by way of example, how HTTP handlers
and modules can be used as a very high-level form of componentization, enabling entire sets of
functionalities to be developed, packaged and deployed as a single unit and independent of web

applications.

Here’s how it works. There are two independent modules, called ErrorLogModule and

ErrorMailModule. Both of these subscribe to the Error event of HttpApplication in order to

listen for unhandled exceptions that bubble out of the main web application code. Exceptions
that are handled and swallowed by anyone along the stack are never seen by these modules,

including those cleared using the ClearError method on an HttpContext instance.

The ErrorMailModule is the simpler of the two, so let’s talk about that one first. When it

receives the Error event, it creates an e-mail message, writes out the error details in the body


http://msdn.microsoft.com/
http://msdn.microsoft.com/library/en-us/dnaspp/html/elmah.asp
http://msdn.microsoft.com/library/en-us/dnaspp/html/elmah.asp
http://msdn.microsoft.com/library/en-us/dnaspp/html/elmah.asp
http://msdn.microsoft.com/library/en-us/cpref/html/frlrfSystemWebHttpApplicationClassErrorTopic.asp
http://msdn.microsoft.com/library/en-us/cpref/html/frlrfsystemwebhttpapplicationclasstopic.asp
http://msdn.microsoft.com/library/default.asp?url=/library/en-us/cpref/html/frlrfSystemWebHttpContextClassClearErrorTopic.asp
http://msdn.microsoft.com/library/en-us/cpref/html/frlrfsystemwebhttpcontextclasstopic.asp

and sends it off to a designated address. The solution comes with a standard implementation that
formats the error as an HTML document, as shown in Figure 1. You can also provide your own

implementation in case you don’t like the default formatting.

Fle Edit Wew Insert Format Tools Actions Help

y 4 4 | [A3 ¥
~aReply | g Reply to All | Lo Forward | HE Y B BX e~e A o
Fram: b atif.aziz@skybow.com Sent:  Sat 5/28/2004 12:27 PM
To: Atif Aziz
Cc:

Subject:  Error (Systern. ApplicationException): Error in the application.

Attachrments: fg:lWebHDstl—!tmIMessage—bf6dc2D5—7497—4Da4—a808—62dac902ddec.htm (3 KB)

System. ApplicationException: Error in the application.

Generated: Sat, 28 Aug 2004 10:26:43 GMT

Zystem.Web. HotpnhandledException: Exception of type System.Web.HttpUnhandledException was thrown. ---» System.Applicac.
at L3P.Default aspx.ErrorButton ClickiChject sender, Eventlrgs e) in C:%Projects)GotDotNet' ELMAH 3olution' Dewo' Defau
at Systemw.Weh.UIL.WehControls.Button.OnClick (Eventlirgs e)
at Systemw.Weh.UIL.VehControls.Button, 3ystem. Teb. UL, IPostBackEventHandler . RaizePostBackEvent (String eventlrounent)
at System.Weh.UI.Page.RaisePostBackEvent (IPostEackEventHandler sourcelontrol, 3tring eventirgument)
at System.Weh.UIL.Page.RaisePostBackEvent (NameValueCollection postData)
at Systemw.Weh.UIL,Page.ProcessBequestMaini)

--- End of inner exception stack trace ——-

at System.Wek.UIL.Page.HandleError (Exception )

at Systemw.Weh.UIL.Page.ProcessRequestMain()

at System.Web.UI.Page.ProcessRequest ()

at System.Weh.UI.Page.ProcessRequest (HotpContext context)

at System.Webh.CallHandlerExecutionStep.System. Web, Hetplipplication+IExecutionStep. Execute ()

at Systemw.UWeh.Httplpplication.Executeltep (IExecution3tep step, Booleané completedSynchronously)

Server Variables

Name Yalue
ALL_HTTR HTTP_CACHE_CONTROL:no-cache HTTP_CONMNECTION: Keep-alive HTTP_COMTENT_LENGTH: 91
HTTP_CONTENT_TYPE: application/s-www-form-urlencoded HTTP_ACCEPT:image/qgif, image/x-xhitmap, image/jpeg, |+
< »

Figure 1

This basically takes care of the notification of errors that occur in a web application. There’s a

second form of notification, but I’ll talk about that a little later.

When the ErrorLogModule receives the Error event, it goes ahead and logs it to a store. The
store is defined by an implementation of the abstract ErrorLog class. The solution comes with a
concrete implementation for Microsoft SQL Server 2000" that resides in the SqlErrorLog class
and an in-memory implementation that resides in the MemoryErrorLog class. The majority of

the remaining types in the solution are a set of handlers that provide the user interface for

! The reason for requiring Microsoft SQL Server 2000 is because | rely on some of the XML features as a shortcut,
but nothing stops from back-porting the implementation to work with Microsoft SQL Server version 7.0. You may
also be able to use MSDE 2000, but the solution hasn’t been tested against it.



viewing the log. Like the module, the handlers also work off an ErrorLog implementation so if
you go ahead roll your own implementations over, say the file system, Microsoft Access or an
Oracle database, then the handlers will work against them too. Figure 2 shows the results from

one of the handlers that displays a summary of the latest errors recorded for an application.

File Edit Wiew Favorites Tools Help 3
@eack ~ 0 - € [ & S Search “rFavorites € v i (W -

Address | &] htip:flocahostielm andemo/elimah/defalt aspx ["l Go
Error Log for ElmahDemo on ATIFAO1

Errors 1 to 15 of total 24 (page 1 of 2), Start with 10, 15, 20, 25, 30, 50 or 100 errors per page.

D [ ) T
ATIFADL Test This is a test exception that can be safely ignored. [Details SKYBOWYatifa | 8/28/2004 12:26:52 PM
ATIFA01 500 Application Errar in the application. [Details SKYBOWAatfa | 8/28/2004 12:26:43 PM
ATIFADL | 500 Exception An exception has been raised. [Details SKYBOWYatifa | 8/27/2004  2:24:05 PM
ATIFADL 500 ObjectDisposed Cannot access a closed file, [Details SKYBOWYatifa 8/27/2004 2:15:26 PM
ATIFA01 | 500 | Argument™ull Buffer cannot be null, Parameter name: array [Details SKYBOWAatfa | 8/27/2004 | 8:14:393 PM
ATIFADL 0 Test This is a test exception that can be safely ignored. [Details SKYBOWYatifa 8/27/2004 8:14:13 PM
ATIFADL | 500 ArgumentMull Path cannot be null. Parameter name: path [Details SKYBOWYatifa | 8/27/2004 2:14:09 PM E
ATIFA01 | 500 HttpCompile External component has thrown an exception, [Details SKYBOWAatfa | 8/27/2004 8:13:47 PM
ATIFADL | 500 Sql SOL Server does not exrist or access denied. [Details SKYBOWYatifa | 8/27/2004  2:12:24 PM
ATIFADL 500 Http The directive 'Pagex’ is unknown. [Details SKYBOWYatifa 8/27/2004 2:09:13 PM
ATIFA01 | 404 | FileNotFound C:\Projects\GotDotNet\ELMaH \SolutiontDemotelmahtsomewhere.aspx SKYBOWatfa | 8/27/2004 | 8:08:36 PM

Details

ATIFADT 0 Test This is a test exception that can be safely ignored. [Details SKYBOWhatifa 8/27/2004 8:03:35 PM
ATIFADL | 500 Exception An exception has been raised. [Details SKYBOWYatifa | 8/27/2004  8:03:33 PM
ATIFADL 500 Exception An exception has been raised. [Details SKYBOWYatifa  8/27/2004  7:37:02 PM
ATIFADT 0 Test This is a test exception that can be safely ignored. [Details SKYBOWhatifa | 8/27/2004  7:37:05 PM
MNext errors

Pawered by ELMAH, version 1.0.5527.0. Copyright (¢} 2004, Atif Aziz, Skybow AG. Al rights reserved. Server date is Sunday, 29 August 2004, Server time [v]

iz 1410455 all rl.:xh:lc and timas disnlaved ara in the W Furone I'L:nrlmhr Tirme zana This lnnis nrovided by the Micrasoft S0 Sarver Frear | on

&] Done &) Locd infranet

Figure 2

When one of the [Detail] links is clicked, another handler is invoked that renders the details of

the selected error on a separate page. Figure 3 shows one such page in action.



File Edit Wiew Favorites Tools Help

Qeack - O - €M & & FPsearch TrFavorites € (v b @] - 5 A #

Address &) htip: fAocahost/emahdemo/elm ah/default aspx /detalPid=4F 38 150 7-7 365-48C4-B 285-64 236 AF 14F55 v . GO

Error in the application.

System.ApplicationException
Error in the application.

¥stem. Web, HetplnhandledException: Exception of type System.Web.HotpUnhandledException was throwm, ---> System.bpplicationException: E
at ASP.Default aspx.ErrorButton Click(Object sender, Eventdrgs e) in Ci\Projects'GotDotNet\ELMAHYZolution'\Demo\Default,aspx:line 14
at Syaten.Web,.UI.WebControls.Button, 0nClick (Eventdrygs e)
at Systen.Web.UIL.WebControls.Button., Systen. Web, UL, IPostBackEventHandler. RaisePostBackEvent (String eventdroument)
at Systen.Weh.UI.Page.RaisePostBackEvent(IPostBackEventHandler sourceControl, String ewventdroument)
at $¥sten.Web.UI.Page.RaisePostBackEvent (NameValueCollection postData)
at Systen.Web.UIL. Page.ProcessRequestMaini)

--- End of inner exception stack trace ---

at System.Web.UI. Page.HandleError (Exception =)

at Systen.Weh.UI. Page.ProcessRequestMaini)

at $¥sten.Web.UI. Fage.ProcessRedquest()

at Systen.Web.UIL. Page.ProcessRequest (HotpContext context)

at Syaten.Web.CallHandlerExecutionStep. Syaten. Web.Httplpplication+IExecutionStep.Execute ()

at Systen.Web.Httpdpplication.Execoutelitep (IExecutionitep step, Booleans completedSynchronously)

(<] 1l >
Logged on Saturday, August 25, 2004 at 12:26:49 PM

See ASPMNET error message in full view

Server Yariables
I L

ALL_HTTP HTTP_CACHE_CONTROL:no-cache HTTP_CONNECTIOM:Keep-alive HTTP_CONTENT_LENGTH: 91 HTTP_COMTENT_TYPE: application/x-
www-form-urlencoded HTTP_ACCEPT:image/qif, image/=-xbitrap, imagesipea, image/pipeq, application/vnd.ms-excel,
spplication/vnd.ms-powerpaint, application/msword, application/x-shockwave-flash, */* HTTP_ACCEPT_EMCODING:gzip, deflate
HTTP_ACCEPT_LANGUAGE: en,fr-ch;q=0.8,fr;q=0.6,de;q=04,de-ch;q=0.2 HTTP_AUTHORIZATION:Negotiate
T|RMT\.I'NTUF\F\DF\P\AAF\F\F\F\P\EgAF\P\AAF\F\F\F\SAAF\F\F\F\P\AABIAAF\F\F\F\P\AF\EgF\AF\F\F\F\F\P\ASF\F\F\F\P\AF\F\ABIAF\AABCKIUQUBKADAF\AF\P

UTTR UACTdamnlbn et UTTR NECERER  hbbe Hlnnalbmcd dalesn b dermn d UTTR LICER A CEMT Manillo 84 A Fmrne bk ley BCTE £ M Wdind -

&] Done &) Locd infranet

Figure 3

These days, you can’t write a web-based solution that’s considered fashionable without

involving RSS in one way or another. So to be totally en vogue, one of the handlers that I’ve
provided renders the last 15 errors recorded in the error log as a RSS feed. This is the second
form of notification that | mentioned earlier. A sample output of the RSS feed can be seen in

Figure 4.


http://blogs.law.harvard.edu/tech/rss

File Edit Wiew Favorites Tools Help "

Qrack - € [ [2) @» S Search “rFavorites v & 5 E ER o3
Address | &] http:/flocalhostielmahdemo/elmahy/defaLit. aspx/rss " B

<7uml version="1.0" encoding="utf-8" 7>
- <rss xmins:xsd="http:/ fvsvew.vw3.0rg/ 2001/ XMLSchema" xmins: xsi="http:/ /veww.w3.0rg/2001/ XMLSchema-instance"
wversion="0.91"»
- <channel=
<title=Error log of /LM/W3S¥C/1/Root/ElmahDemo on ATIFAD1</fitle>
<link=http:/ flocalhost felmahdemo/elmah/default.aspx</link=>
<description>Log of recent errors</descriptions
<language>en</anguage:
- <items>
«title=This is a test exception that can be safely ignored.</titlz>
<description>An error of type GotDotNet.Elmah.TestException occurred. This is a test exception that can be safely
ignored.</description=
<pubDate>8at, 28 Aug 2004 10:26:58 GMT</pubDate=
<link=http:/ flocalhost felmahdemo/elmah/default.aspx /detail?id=4BE9B30F-1F4E-4306-8A07-BC2053625F45</link>
</fitem=
- <itemz
<title=Error in the application.</title=
<description>An error of type System.ApplicationException occurred. Error in the application.</description=>
<pubDate>8at, 28 Aug 2004 10:26:49 GMT</pubDate=
<link=http:/ flocalhost /elmahdemo/elmah/default.aspx/detail?id=4F3815D7-7368-48C4-B288-64236AF14F55</link>
</fitem=
- <itemz
<title>An exception has been raised.</title>
<description=An error of type System.Exception occurred. An exception has been raised.</description=
<pubDate=Fri, 27 Aug 2004 18:24:05 GMT</pubDate>
<link=http:f flocalhost/elmahdemo/elmah/default.aspx/detail?id=407650DE-B357-4A13-94CC-
O057DAA1687E</link>
<fitems
- <itemz
<title=Cannot access a closed file.</title
<description>An error of type System.ObjectDisposedException occurred. Cannot access a closed file.</description=
<pubDate=Fri, 27 Aug 2004 18:15:26 GMT</pubDatex>
<link=http:/ flocalhostfelmahdemo/elmah/default.aspx/detail?id=136AE062-448C-427C-8DB0-
DACEAE932678</link>
<fitemz |

&] Done &) Locd infranet

Figure 4

It’s not as detailed as the mail-based counterpart, of course, but it nevertheless allows
developers, administrators and operators alike to use their favorite RSS aggregator to receive
most recently logged errors as news items. If your RSS aggregator also pops a toaster sort of
window a la instant messengers like MSN Messenger, then the errors will really get your
attention. Sometimes, e-mails can take time to make their way to your inbox as they are push
through the various systems. With an RSS news aggregator, however, you are in pull mode and
consequently more in control of how often a feed is polled. Either way, you’ll get a notification

through a pull or push method.

Quick Start

So with all these modules and handlers in hand, the next question is how to use and enable them
in a web application. Let’s start with a tour for enabling logging for a single application. Open
the web.config for any desired web application and add the following line to the

<httpHandlers> section:



<add verb="POST,GET,HEAD" path="elmah/default.aspx"
type="GotDotNet.Elmah.ErrorLogPageFactory, GotDotNet.EImah,
Version=1.0.5527.0, Culture=neutral, PublickeyToken=978d5elbd64b33e5" />

Copy the GotDotNet.Elmah.dll assembly to the bin folder and that’s it. At this point, you can
navigate to the specified path? and see a page similar to Figure 5:

3 Errerilog for JEMMWISVEMRoot/ElmahDemoront ATFAGIN(Page ) ="Microsoft Internet’ Explorer :BE
:'l

File Edit Wiew Favorites Tools Help

Qeack - O - €M & @ SPsearch YrFavorites € (v b @] - 5 i R s
Address | &] htip:/localhostfelm ahdemo elmah/default aspx M Go

Error Log for ElImahDemo on ATIFAO1

Mo errors found.

Powered by ELMaH, version 1.0.5527.0, Copyright (c) 2004, atif Aziz, Skyvbow aG. all rights reserved, Server date is Friday, 01 October 2004. Server time
is 22:22:00. &ll dates and times displayed are in the W, Europe Daylight Time zone. This log is provided by the In-Memory Error Log.

&] Done &J Locd infranet

Figure 5

Since there are no errors yet, the page is pretty much empty. If you generate an exception in your
application, you still won’t see any errors here. This is because we haven’t added the logging

module, so let’s do that now. Go to the <httpModules> section and add the following line:

<add name="ErrorLog" type="GotDotNet.Elmah.ErrorLogModule, GotDotNet.Elmah,
Version=1.0.5527.0, Culture=neutral, PublicKeyToken=978d5elbd64b33e5" />

2 Of course, you can configure any path you like and it will serve as the root of all handlers in the solution.



If you generate an error now then the error log will display it. If you can’t think of a way to
generate an exception and test the functionality then don’t worry. The solution comes with a
TestException that can be generated at any time by appending /test to the path for the handlers.

So in the address bar of the browser, type:

http://www.example.com/myapp/elmah/default.aspx/test

If custom errors are disabled then you should see the standard ASP.NET error page that looks

like this (assuming that custom errors are off):

File Edit Wiew Favorites Tools Help "
@eack ~ O - [ [ @ P Search rFavorites £ v & S B B3
Address :éjhttp: flocahostielmahdemo/elm ah/default aspixtest [VI GO

Server Error in '/ElmahDemo' Application.

This is a test exception that can be safely ignored.

Description: An unhandled exception accurred during the execution of the current weh request. Please review the stack trace for mare information
about the error and where it originated in the code.

Exception Details: GotDothet Eimah. TestException: This is a test exception that can be safely ignored.
Source Error:

Aan unhandled exception was generated during the execution of the current web regquest.
Information regarding the origin and location of the exception can be identified using the

exception stack trace below.

Stack Trace:

[TestException: This is a test exception that can be safely ignored.]
GotDotNet.Elmah.ErrorLogPageFactory.GetHandler (Httplontext context, String requestType, String url, Strinc
System. web Httpapplication . MapHttpHandler(Httplontext context, String requestType, String path, String pat
System.web.MapHand] erExecutionstep.System.web, HttpApplication+IExecutionStep.Execute () +96
System.web . Httpapplication . ExecuteStep(IExecutionStep step, EBooleand completedSynchronously) +173

Version Information: Microsoft MET Framework Wersion:1.1.4322 2032; ASP NET version: 1.1 4322.2032

<] B

&] Done &) Local infranet

Figure 6

The difference this time is that the log also contains a record of this error so let’s check that out.

Go back to error log root page® and this time you should see an entry in there:

® The error log root page is considered the path configured in the entry added to <httpHandlers>.


http://msdn.microsoft.com/library/en-us/cpgenref/html/gngrfcustomerrorssection.asp

“A'Error log for /LMW ISV CAIRoot/ElmahDemo on ATIFACT (Page 1) - Microsoft Internet Explorer

File Edit Wiew Favorites Tools Help

Address |@ htip: fAocahost/emahdemo/elmah/defalt. aspx

Error Log for ElmahDemo on ATIFAOL

ozt case mape Jermr e T o [ e

ATIFADL 0 Test | Thisis atest exception that can be safely ignored. [Details SKYBOWatifa 10/1/2004 11:34:02 PM

Powered by ELMaH, version 1.0.5527.0, Copyright (c) 2004, atif Aziz, Skybow 8G. all rights reserved, Server date is Friday, 01 October 2004, Server time
is 22:25:20. &ll dates and times displayed are in the W, Europe Daylight Time zone. This log is provided by the In-Memory Error Log.

@ Done

&) Locdl infranet

Figure 7

Now click on the link next to the error message to see the details of the error entry. The next
page should look similar to this:




File Edit Wiew Favorites Tools Help t
@eack ~ 0 - € [ & S Search “rFavorites € v i (W - S i

Address | €] htip: fAocahost/emahdemo/elm ah/default aspx /detalfid=6645c8de-5b 1c-432d-8c2 1-h 79bSeb42a2 :v . GO

This is a test exception that can be safely ignored.

GotDotNet.ElImah.TestException
This is a test exception that can be safely ignored.

GotDotNet .Elmah. TestException: This is a test exception that can be safely ignored.
at GotDotMNet.Elmah.ErrorLogPageFactory. GetHandler (HttpContext context, String reguestType, String url, String path
at System.Web.Hotpipplication, MapHttpHandler (HotpContext context, String requestType, String path, String pathTran
at Fystem.Web.MapHandlerExecutiondtep. 3ystem.Webh.Hotplipplication+IExecution3tcep.Execute ()
at Zystem.Web.Htotplpplication.Execute3tep (IExecutionStep step, Booleant completedSynchronously)

¢ | il (5]
Logged on Friday, October 01, 2004 at 11:34:02 FM

Server Variables
Name vawe .|

ALL_HTTP HTTP_COMNMWECTION: Keep-alive HTTP_ACCEPT:image/qgif, image/x-=bitmap, image/ijpeq, image/pjpeq,
applicationfvnd.ms-excel, application/vnd.ms-powerpoint, application/msword, application/x-shockwave-flash, */*
HTTP_ACCEPT_EMCODING:gzip, deflate HTTP_ACCEPT_LAMGUAGE:en,fr-ch;g=0.7,fr;q=0.3 HTTP_HOST:localhost
HTTP_USER_AGENT: Mozillaf4.0 {compatible; MSIE 6.0; Windows NT 5.1; S4/1; .NET CLR 1.0.370%5; .NET CLR 1.1.4322)

ALL_RAW Connection: Keep-alive Accept: image/gif, image,x-=bitmap, image/jpeq, image/pipeq, application/vnd.ms-excel,
applicationfvnd.ms-powerpoint, applicationfmsword, applicationfx-shockwave-flash, */* Accept-Encoding: gzip, deflate

Accept-Language: en,fr-ch;q=0.7,fr;q=0.3 Host: localhost User-Agent: Mozillaf4.0 (compatible; MSIE 6.0; Windows MNT
5.1; 5v1; \WET CLR 1.0.3705; .NET CLR 1.1.4323)

APPL_MD_PATH JLMANISVC/1/Root/ElmahDemo
APPL_PHYSICAL_PATH C:\ProjectsiGotDothet ELMAaH, SolutionyDemob,
AUTH_PASSWORD

AUTH TYPE MNeaotiate
&] Done &) Locd infranet

Figure 8

Note that in addition to the basic error information, web collections such as the server variables
are also captured and displayed. Now let’s generate another exception. In this case, we’re going
to make a fault in the error page handler itself. In the query string, you should see a parameter
named “id” whose value is a GUID. Change it so that it no longer is a valid GUID. For example,

replace the last character with an ‘x’. Not surprisingly, you should now see a FormatException:



http://msdn.microsoft.com/library/en-us/cpref/html/frlrfsystemformatexceptionclasstopic.asp

File Edit Wiew Favorites Tools Help

QeBack - O - € B & S Search TrFavorites € (v s S RS

Address | &] htip://ocahostfelmahdemo/elmahydefalt. aspx /detaiFid=6545cads-5b 1c-432d-8e2 1-b 79bSebd 2ax

Server Error in '/ElImahDemo' Application.

XOOOOCXXXXXXX ).

atiout the error and where it originated in the code.

Exception Details: Systern FormatException: Guid should contain 32 digits with 4 dashes (

Source Error:

exception stack trace below.

Stack Trace:

System.Guid..ctor(String g) +
GotDotNet.E1mah.EntryCo?]ection.get_Item(Strﬁng id)
GotDotMet.Elmah.MemoryErrorLog. GetError(String id)
GotDotMet.Elmah.ErrorDetailPage.OnLoad(Eventargs e)
System.web. UI. Control. LoadRecursive () +35
System.web.UI.Page.ProcessRequestMaini) +750

Version Information: Microsoft MET Framework Wersion: 1.1 4322 .2032; ASP MET Yersion: 1.1 4322.2032

@ Done

Guid should contain 32 digits with 4 dashes (XOOXXXXXX-XXXX-XXXX-XXXX-

Description: An unhandled exception occurred during the execution of the current web reguest. Please review the stack trace for more information

an unhandled exception was generated during the execution of the current web redguest.
Information regarding the origin and location of the exception can be identified using the

[FormatException: Guid should contain 32 digits with 4 dashes (o - ) - s - ) - O m K x ) L ]

&) Locd infranet

)

Figure 9

Now let’s go back and see what’s in the log®. You should see two entries:

* If you’ve been following the tutorial strictly then you can just press the Back button twice in the browser. You

may also have to click Refresh button to get the latest updates.




“A'Error log for /LMW ISV CAIRoot/ElmahDemo on ATIFACT (Page 1) - Microsoft Internet Explorer

File Edit Wiew Favorites Tools Help

Address |@ htip: fAocahost/emahdemo/elmah/defalt. aspx M £

Error Log for ElmahDemo on ATIFAOL

ot cose [ 1ype Jomor L e e

ATIFADL | 500 Format | Guid should contain 22 digits with 4 dashes (xusmsses e - -1 u -

SKYBOWAatifa | 10/1/2004 11:36:37 PM
sunsErrxnnng), [Details

ATIFADL 0 Test This is a test exception that can be safely ignored. [Details SKYBOWYatifa  10/1/2004 11:34:02 PM

Powered by ELMaH, version 1.0.5527.0, Copyright (c) 2004, atif Aziz, Skyvbow 8G. all rights reserved, Server date is Friday, 01 October 2004. Server time
is 23:37:08, &l dates and times displayed are in the W, Europe Daylight Time zone. This log is provided by the In-Memory Error Log.

&) &) Locdl infranet

Figure 10

If you dig into the details of this new entry, you should notice something different this time:




File Edit Wiew Favorites Tools Help N

@eack ~ 0 - € [ & S Search “rFavorites € v i (W - S i
Address &) htip: fAocahost/elmahdemo/elm ah/default aspx /detalPid=20f6c07d-7425-4 1 13-a92 2-ff408abeB0ca v . GO

Guid should contain 32 digits with 4 dashes (XXXXXXXX-XXXX-XXXX-XXXX-XXXHXKXXXXXX).

System.FormatException
Guid should contain 32 digits with 4 dashes (XXxXxXxxxX-KEKK-KKKK-KEKE-KHKAARRXRXKKKK ),

System. Tebh.HotpUnhandledExdception: Exception of type System.Web.HttpUnhandledException was thrown., —---» System.Format
at System.Guid. .ctor (String o)
at GotDotMNet.Elmah.EntryCollection.get Item(String id)
at GotDotNet.Elmah.MemoryErrorlog.GetError (String id)
at GotDotMNet.Elmah.ErrorDetailPage.nload (Eventlirgs =)
at System.Web.UI.Control.LoadRecursive ()
at System. Teb.UI.Page.ProcessRequestlain |
——— End of inner exception stack trace ——
at System.Web.UI.Page.HandleError (Exception e)
at System.Web.UI.Page.ProcessRequestlain |
at Aystem.Web.UI.Page.ProcessRequest |
at System.Web.UI.Page.ProcessRequest (Httplontext context)
at Svstem.Web.CallHandlerExecutionStep. System.Ueb. Httphpplication+IExecutiondtep.Execute ()
at Iystem.Web.Hotplpplication.Executeitep (IExecutionitep step, Boolean& completed3ynchronously)

(] ] (]
Logged on Friday, October 01, 2004 at 11:36:37 PM

See ASP MET error messade in full view

Server Variables
Name vawo |

ALL_HTTP HTTP_CONMECTION: Keep-alive HTTP_ACCEPT:image/qif, image/x-=bitmap, image/ipeq, image/pipeaq,
applicationfvnd.ms-excel, application/vnd.ms-powerpoint, application/msword, application/x-shockwave-flash, */*
HTTP ACCEPT EMCODING:azio, deflate HTTP ACCEPT LANGUAGE:en.fr-chig=0.7 fria=0.3 HTTP HOST:localhost

&] Done &) Locd infranet

Figure 11

There’s an extra link that says, “See ASP.NET error message in full view.” When you click this,
you’ll see a full blown HTML page that is the exact message that ASP.NET generated at the
time of the exception!® This means that even if you enable custom errors in you web application
(typical of when you go to production, for example), the log can capture the original message
that we’ve all come to love and rely upon. Haven’t we all been there? You write a web

application, deploy it to production and then you get this dreadful page:

® This can be a little deceiving sometimes. You might think that clicking the link has generated an exception in the
application, but that’s not the case here. It’s really the entire HTML document that was generated by ASP.NET for
the exception. It may have been better to use frames to put a small reminder at the top, but the idea was dropped to

keep the code size down for the article.



File Edit Wiew Favorites Tools Help N

@eack ~ 0 - € [ & S Search “rFavorites € v & S RS
Address €] http //localhostielmahdemo,Defalit.aspx " B

Server Error in '/ElImahDemo' Application.

Runtime Error

Description: An application error occurred on the server. The current custom error settings for this application prevent the details of the application
errar from being viewed.

Details: To enable the details of this specific error message to be viewable on the local server machine, please create a <customErrors> tag within a
"weh.config" configuration file located in the root directory of the current web application. This <customErrorss tag should then have its "mode” attribute
set to "Remote0nly". To enable the details to be viewable on remote machines, please set "mode" to "Off".

<l--uweb.Config Configuration File --»

cconfiguration>
<system.webs
<customErrors mode="RemoteCnTy" />
<fevstem, welbs
</configurations

MNotes: The current error page you are seeing can he replaced by a custam error page by modifying the "defaultRedirect" attribute of the application's
=customErrors= configuration tag to point to a custom error page URL.

<l-- web.Config Configuration File --»

<configuration=
<syztem.webx
<customerrors mode="0n" defaultRedirect="mycustompage.htm"/>
<fevstem, wels
</configurations

&] Done &) Locd infranet

Figure 12

This is the point where you wish you could see what’s going on behind. So what’s your first
instinct? Go back turn off custom errors completely so you can view the message while hoping
that no customer hits the web site in the same time frame in which you are troubleshooting. Now
with the error log, you don’t have to worry about that anymore. If you see this page, go to the

error log and get the full-blown page®.

So far, all the logging has been taking place in an in-memory log’ that does not survive
application restarts or failures. In fact, if you just touch your web.config by saving it then the

application will restart and you’ll notice that the log is empty again. Let’s try something more

® This is implemented using a hidden gem in the .NET Framework. See the GetHtmlMessage method of the

HttpException class. So why did this link not show up the first time? Unfortunately, ASP.NET does not always
provide the contents of the error message HTML. It depends on when the exception occurs in the execution of the
HTTP pipeline.

" This is the default when no log is configured. The current log implementation in effect is displayed in the footer of

the error log pages.


http://msdn.microsoft.com/library/en-us/cpref/html/frlrfsystemwebhttpexceptionclassgethtmlerrormessagetopic.asp
http://msdn.microsoft.com/library/en-us/cpref/html/frlrfsystemwebhttpexceptionmemberstopic.asp

robust and reliable like using SQL Server as the store for the log. Create a new database called
ELMAH and run the supplied SQL script® to create the required table and related stored

procedures.

At this point we have to add a new section to the configuration file, right at the top:

<configSections>
<sectionGroup name="gotdotnet.elmah">
<section name="errorLog"
type="System.Configuration.SingleTagSectionHandler, System,
yersion=1.0.5000.0, Culture=neutral, PublicKeyToken=b77a5c561934e089"
>
</sectionGroup>
</configSections>

These entries basically introduce new configuration elements to the runtime’s configuration
system, telling it that if it sees a certain element in the configuration file, then it should use a

certain 1ConfigurationSectionHandler implementation to process its contents. Here, <section>

is adding a new section called errorLog, whose handler is in fact a factory-supplied section

handler from the BCL (Base Class Library). The <sectionGroup> does exactly what its name

suggests. It just introduces a grouping element. There is no handler class associated with it. If
you’ve got several related sections then it’s usually a good idea to group them together. We’ll be
introducing yet another section later on so that’s why the group is being defined at this time. It

often helps to think of a section group as a namespace.

Now we can go ahead and configure the error log as follows:

<gotdotnet.elmah>

<errorLog type="GotDotNet.EImah.SqlErrorLog, GotDotNet.Elmah,
Version=1.0.5527.0, Culture=neutral, PublickeyToken=978d5elbd64b33e5"
connectionString="Server=. ;Database=ELMAH;Trusted_Connection=True" />
</gotdotnet.elmah>

The type attribute on errorLog specifies the class that now serves as the error log
implementation (SqlErrorLog). Change the connectionString attribute as needed. With this in
place, you can try to generate once more some exceptions (like the test one earlier) and see that

errors are indeed logged into the database and survive the application’s lifetime.

& Assuming that you chose that proposed installation location during the setup of ELMAH, the script can be found
using the path \Program Files\GotDotNet\ELMAH\1.0\src\Database.sql on the selected drive. The SQL script

does not create the database in case you want to integrate it into an existing database.


http://msdn.microsoft.com/library/en-us/cpref/html/frlrfSystemConfigurationIConfigurationSectionHandlerClassTopic.asp
http://msdn.microsoft.com/library/en-us/cpref/html/frlrfSystemConfigurationSingleTagSectionHandlerClassTopic.asp
http://msdn.microsoft.com/library/en-us/cpref/html/frlrfSystemConfigurationSingleTagSectionHandlerClassTopic.asp
http://msdn.microsoft.com/netframework/programming/bcl/

You can also get to the RSS feed by simply appending /rss to the root of the error log’s path. Go
ahead and try it against you favorite RSS news aggregator application.

Now let’s add the final piece, which is getting an e-mail upon an exception. For this, add the
following module to the configuration file:

<add name="ErrorMail" type="GotDotNet.EImah.ErrormailModule,
GotDotNet.Elmah, version=1.0.5527.0, Culture=neutral,
PublicKeyToken=978d5elbd64b33e5" />

And the following section handler under the gotdotnet.elmah section group registered earlier:

<configSections>
<sectionGroup name="gotdotnet.elmah">
<section name="errorLog"
type="System.Configuration.SingleTagSectionHandler, System,
version=1.0.5000.0, cCulture=neutral, PublickeyToken=b77a5c561934e089"

/>
<section name="errorMail"
type="System.Configuration.SingleTagSectionHandler, System,
yersion=1.0.5000.0, Culture=neutral, PublicKeyToken=b77a5c561934e089"
>
</sectionGroup>
</configSections>

The new section can now be configured as shown error:

<gotdotnet.elmah>
<errorLog type="GotDotNet.EImah.SqlErrorLog, GotDotNet.Elmah,
Version=1.0.5527.0, Culture=neutral, PublickKeyToken=978d5elbd64b33e5"
connectionString="Server=. ;Database=ELMAH;Trusted_Connection=True" />
<errorMail to="john.doe@example.com" />
</gotdotnet.elmah>

The minimal setting required by the error mailing module is the recipient’s e-mail address,
which is specified here using the to attribute®. Now if the application generates any exceptions

then you should receive an e-mail in addition to it being logged in the database.

Note that all of the modules and handlers function fairly independent of each other so you can

enable and disable them individually. For example, if you remove entry that registers the HTTP

° You can specify more than one recipient by delimiting addresses with semi-colon (;).



handler with ASP.NET then you will not be able to view the error log although logging will
continue working. If you remove the entry for the logging module instead, then the log can still
be viewed via the handlers but no new errors will be logged. The same is applicable for the

mailing module.

Note also the error log handlers can be secured using the normal role-based security of
ASP.NET. You’ll need to just use the location element on the configured path.

Up to this point, we’ve only considered a single web application. However, if you just take all
the settings and drop them into the machine.config then the same facility becomes available
machine-wide and to all web applications. You don’t even have to copy the assembly to the bin
directory of each application since it will go in the GAC™. You can append elmah/default.aspx
to the virtual root of any application and get its private error log*. The error mail facility will
also be automatically available to all applications. Of course, each individual application is free
to remove entries from the sections related to handlers and modules and disable the feature. In
fact, a single application can even choose its own error log store by changing the connection
string in its local web.config. All other settings will be just inherited from the machine
configuration file. This really illustrates the awesome power of componentizing web application
aspects this way and is the heart of the approach demonstrated by ELMAH. Even an Application
Server Provider (ASP) could offer error logging, viewing and mailing to all hosted applications

as a built-in facility without requiring any change in the hosted application code.

So start thinking about how you can refactor some aspects of your web application into handlers
and modules. You should aim to reach a level of componentization that allows applications to
acquire some functionality by simply deploying the assembly and adding some configuration. In

the next part of the article

19 The solution assembly is strong-named so it can be added to the GAC.
1 ELMAH automatically isolates logs of each application. It is not possible for one application to view the log of

another.


http://support.microsoft.com/default.aspx?kbid=815174

A Note on the Implementation

At this stage we’re ready to dig into the implementation details, but before doing that, I’d like to
make a note about the design philosophy of ELMAH as sample solution. Bear in the mind that
the overall goal of ELMAH (as a sample accompanying the original article) was to demonstrate
an approach to componentizing an entire aspect of a web application. It is sample code after all
and such its purpose is not to provide a comprehensive solution in terms of customization. The
sample tries to do a few things and do them well, even though I’ve gone to some lengths to
encapsulate implementation details and provide extensibility wherever possible'?. The
accompanying code is a vastly reduced version of a full-blown solution that is being used in
production applications. When trimming down the code, | had to make a lot of hard decisions
about what to keep and what to cut out. In the end, the point was to provide a reference
implementation of the overall idea being illustrated by the article. One size barely fits all, so you
are more than welcome to take the sample as the foundation for your own version. One of the
major guiding factors was that | did not want the number of classes to sprawl out of control by

factoring out as many ideas into their leanest and meanest set of interfaces and protocols.

Architectural Overview

Figure 13 depicts an architectural overview of the main classes in the solution. The diagram is
not based on any particular modeling system or theory. It roughly shows how the classes relate

to each other and what they do using a simple, convenient and self-explanatory notation.

12 There are many places where changing the behavior of ELMAH does not require you to change the base source
code. A lot of the classes are designed for inheritance (see those that are unsealed and bear virtual members). So it’s

better to inherit, override functionality and configure your class to run instead of changing the base source.
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Error: The Phantom Exception

The Error class is a central piece of the entire error logging and mailing solution, so it’s
important to understand it first. One of the problems with exceptions is that they’re good for
communicating errors along the code stack and especially while the code is running, but they
don’t make great candidates for logging or long-term storage purposes. Sure, they support
serialization and you could just blast an exception to some storage as a binary blob, but de-
serialization adds a whole number complications if you don’t have the right assemblies and
types available. This makes them less portable with the containing storage. Moreover, during

development, types come and go and details change, but you want the logging architecture to be



rather stable and independent. You also want to be able to ship the log to another machine and
view it from there. Actually, as far as the log is concerned, it should be an “informational” trace
of the errors that occurred rather than trying to maintain 100% fidelity to the entire state of the

exceptions.

This is where the Error class comes in. It’s a loose and abstract digest of an exception for
informational purposes. Put another way, it’s the lingering “ghost” or remains of a once living
and kicking exception. The Error is just a holder of properties'® deemed fundamental along
with some state that may eventually help in diagnosing the error. An example of the latter is web
collections like ServerVariables, QueryString, Form and Cookie. Some of the properties of
the Error object like Source and Message correspond directly to those of an Exception.
However, almost all properties are “loosely” defined (see following table). That is, the Error
object does not mandate, for example, that the Type strictly reflect the type name of the
Exception class (although that’s what’s done in the code). It’s really just a string that is meant to
be representative of the type of error that occurred. If you want to just put the word “Script” to
describe the type of the error then that’s fine. All that said, the Error object has constructors that
allow you to convert an Exception into an Error. It will use the properties of the exception to
most reasonably fill up the properties of the Error object. If you also provide an HttpContext
instance, then it will make a copy of the web collections associated with the request for

diagnostic purposes™.

Property Description

Exception The Exception instance represented by this error. This is a run-time

property only that is not persisted during XML serialization.

ApplicationName The name of application in which this error occurred.

HostName The name of host machine where this error occurred. A good default

is Environment.MachineName.

Type The type, class or category of the error. Usually this would be the full

type name (sans the assembly qualification) of the exception.

13 Informally and often known as a data-centric class.

4 Originally, | had the idea of distinguishing basic errors from web-based errors. For example, the web collections
would go into a separate class called WebError that had Error as its base class. However, | rolled this into one
class for the sake of simplicity and to reduce the number of classes in the sample. Again, ELMAH is not an

academic exercise into abstracting the notion of errors.




Property Description

Source The source of the error, usually the same as the Message property of

an Exception object.

Message A brief text describing the error, usually the same as the Message
property of an Exception object.

Detail Detailed text of the error, such as the complete stack trace.

User The User logged into the application at the time of the error, such as
that returned by Thread.CurrentPrincipal.ldentity.Name.

Time The date and time at which the error occurred. This is always in local
time.
StatusCode The status code being returned in the response header as a result of

the error™. For example, this is 404 for a FileNotFoundException.

WebHostHtmIMessage | The default HTML message that the web host (ASP.NET) would

have generated in absence of custom error pages.

ServerVariables A NameValueCollection of web server variables, such as those

contained in HttpRequest.ServerVariables.

QueryString A NameValueCollection of HTTP query string variables, such as
those contained in HttpRequest.QueryString.

Form A NameValueCollection of form variables, such as those contained

in HttpRequest.Form.

Cookies A NameValueCollection of cookies sent by the client, such as those

contained in HttpRequest.Cookies.

The Error class also sports XML serialization via its ToXml and FromXml methods. Here’s an

example of how it looks like'®:

<error
application="/LM/W3SvC/1/Root/EImahDemo"
host="ATIFAO1"
type="System.IndexOutOfRangeException"
message="Index was outside the bounds of the array."
detail="..."
user="skybow\atifa"
time="2004-06-11T16:25:07.7570000+02:00"

1> The StatusCode property on the Response object is unreliable and unfortunately the exact status code that is
returned to the client can never be fully determined.

16 Values that were simply too long to display have been replace with ellipsis.
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statusCode="500"
webHostHtmIMessage="...">
<servervariables>

<item name="ALL_HTTP">

<value string="..." />
</item>
<item name="ALL_RAW'">
<value string="..." />
</item>

<item name="APPL_MD_PATH">
<value string="/LM/w3sSvC/1/Root/ElmahDemo" />
</item>
<item name="APPL_PHYSICAL_PATH">
<value string="cC:\Demo" />
</item>
<item name="AUTH_TYPE">
<value string="Negotiate" />
</item>
<item name="AUTH_USER">
<value string="skybow\atifa" />

</item>

<item name="AUTH_PASSWORD">
<value string="" />

</item>

<item name="LOGON_USER">
<value string="SKyBow\atifa" />
</item>
<item name="REMOTE_USER">
<value string="skybow\atifa" />
</item>
<item name="CONTENT_LENGTH">
<value string="0" />

</item>
<item name="CONTENT_TYPE">
<value string="" />
</item>
<!-- rest removed for beverity -->
</servervariables>
</error>

Note that the ToXml and FromXml methods come from my own interface, namely
IXmIExportable. The reason for doing this is threefold. First, IXmlSerializable is officially un-
documented in .NET Framework 1.x. It becomes documented with Whidbey so this argument
does not hold so strong. Second, | didn’t want to implement GetSchema. Third, | read and write
the XML slightly differently. While IXmiSerializable places an extra container element around
the object’s XML, I didn’t want it because it felt unnecessary. In any case, IXmlSerializable

can always be implemented later in terms of IXmIExportable so this is not a big deal.

Note that when an Error object is constructed from an Exception instance, it also maintains a
reference to it. This is done only for providing some fidelity at runtime. It has no consequence
on logging or the XML serialization. Right now, the sample does not do any filtering based on

exception types. However, if you ever wanted to add such a facility, then that’s where the



Exception property would come in handy. For example, given an Error object, you could find
out if it is of the class ArgumentException or not by inspecting its Exception property. You’ll
notice that when the Error object is re-created from the log for displaying purposes, the

Exception property is always null.

ErrorLog and ErrorLogEntry

The ErrorLog class is the abstract contract for a logging store. The log is responsible for
recording instances of Error and allowing them to be read back. To create a concrete
implementation, one has to provide only 3 methods: Log, GetErrors and GetError. The Log
method takes an Error object and is supposed to serialize it, however it whishes, to its backing
store. The GetErrors method retrieves logged errors in paged result-sets. That is, you specify
the page index and the count of the errors to retrieve with each call. It is supposed to read the log
and return errors in their most natural order, which is defined to be from latest to earliest. Put
another way, sorted on time in descending order. GetErrors is only required to retrieve a digest
version of the full error that is well-suited for quick on-screen and summary listing as shown in
Figure 2. The digest (light-weight) properties are defined as ApplicationName, HostName,
Type, Source, Message, User, StatusCode and Time. However, a caller should be prepared to
handle empty values for these properties. Finally, the GetError method retrieves an error in its

entirety given its ID.

Both “get” methods actually return ErrorLogEntry instances rather than the Error object
directly. The purpose of the ErrorLogEntry is to bind together the log-supplied data such as the
ID with the actual Error object. Note that the Id property is typed as a string but the log can
internally use an integer, GUID or what have you. The only requirement is that an ErrorLog

implementation can round-trip its ID through a string.

An ErrorLog implementation is expected to store and retrieve errors bound to an application
name'’ and accounts for the ApplicationName property on Error. The reasons for this will

become clearer as we move along.

7 Note that there is no method for retrieving the application names registered in a log. This is somewhat intentional
for basic security reasons. Imagine a hosting provider who offers the error log facility to all the web applications. If

there were a method like GetApplications on ErrorLog, then anyone could call



SqlErrorLog

SqlErrorLog is an implementation of LogError for Microsoft SQL Server 2000. The

implementation is fairly straight forward since most of the code has to do with calling the stored

procedures in the database. No direct table access is ever done.

The database has a single table called Error:

Column Type Purpose

Errorld UNIQUEIDENTIFIER | The unique ID of the logged error

Application | NVARCHAR(60) Stores the ApplicationName property of the Error
object.

Host NVARCHAR(50) Stores the HostName property of the Error object.

Type NVARCHAR(100) Stores the Type property of the Error object.

Source NVARCHAR(60) Stores the Source property of the Error object.

Message NVARCHAR(500) Stores the Message property of the Error object.

User NVARCHAR(50) Stores the User property of the Error object.

StatusCode | INT Stores the StatusCode property of the Error object.

TimeUtc DATETIME Stores the Time property of the Error object in UTC.

Sequence INT This is an identity column that is solely used for the
purpose of recording the sequence in which the errors
were inserted into the log. This helps for sorting.

AllXml NTEXT The entire serialized XML of the Error object,

acquired by calling the WriteXml method.

ErrorLog.Default.GetApplications and discover information private to others. This does not only apply to a

hosting provider scenario. You can extend the same issue to an enterprise operations environment where web

servers host more than one departmental business application. | imagine that this sort of issue can be solved with

Code Access Security, but again, that’s been omitted for sake brevity and keeping the solution focused.




Apart from Errorld and Sequence, an Error object is split and stored in AllXml and the
remaining columns. The AllIXmI column contains the full XML of Error object as it is
serialized by its ToXml method. Because the Error object contains complex and hierarchical
state like collections of named values, it seemed simplest to just store it as one blob item of type
NTEXT. But why have the other columns? Well, remember that the Log needs to return a digest
version of the error when the GetErrors method is called. It would be too expensive to de-
serialize the entire object from XML only to return a piece of it. Consequently, the lightweight
properties are cached away in separate columns for quicker retrieval. What’s more, having
properties like Type and User readily available allows you to quickly run statistics on the table.
This is not done in the solution, but you could imagine where this would be useful in a reporting

extension.

The downside of this approach, of course, is that if you update values in the cached columns,
then they’ll be out of sync with the corresponding values stored in the AllXmI column (and vice
versa). The differences will show up in the Error objects returned by the GetErrors and
GetError method. Again, you are more than welcome to change the implementation details of

SqglErrorLog to your liking. The rest of the solution will not be affected.

There’s actually a much more subtle reason for having this kind of approach. Notice that the
Error object is not sealed. Theoretically this means that it is extensible and you can go ahead
and add your own properties to be stored in the log. However, for the log implementation to be
oblivious to the final type it stores and serves, it simply records the XML of the object. The
FromXml and ToXml methods on the Error class are extensible for precisely this reason. My
implementation of SqlErrorLog, however, does not store the type of the Error object
anywhere, so if you create your own MyError class, it does not know about it. It will be able to
log it with all the state, but upon retrieval, you will always get back Error instances. One of my
design goals was to keep type identity information out of the logs by as much as possible.
Therefore SqlErrorLog offers a protected member called NewError that serves as an
overridable factory. If you subclass Error, then you also have to provide a subclass for

SqglErrorLog that can serve instances of your class.

The LogError method of SqlErrorLog is the one that splits up the Error object’s properties
into the cached set and the all encompassing XML column. The values are then passed as
parameters to the ELMAH_LogError stored procedure that does the actual INSERT. There’s



nothing else that is specially going on over here. It is worth noting that errors are never deleted
in the default implementation. The exact policy of when and how to delete the errors can be
enforced in the ELMAH_LogError stored procedure and right after the INSERT statement.

The GetError method of SqlErrorLog calls the related ELMAH_GetErrorXml stored
procedure to get a single error identified by a GUID*®. The stored procedure does nothing more
than return the value of AIIXmI column from the corresponding row. On the way back,

GetError simply re-creates an Error object by sending the XML to its FromXml method.

The GetError method of SglErrorLog calls the related ELMAH_GetErrorsXml stored
procedure, which returns a page of errors as XML. However, this time the XML only contains
the digest properties mentioned earlier. ExecuteXmlIReader is used to dig through the data and
again ReadXml is used to populate Error objects that are eventually returned in a list. The use
of XML in this case is just to have a lazy implementation that leverages the de-serialization
infrastructure already present in the Error class. One could have easily used a data reader to
read the data in a standard fashion and manually populate Error instances. Use of
ExecuteXmlIReader and the FOR AUTO XML in the stored procedure is really the reason for
requiring SQL Server 2000, but this can be changed easily.

MemoryErrorLog

MemoryErrorLog is an implementation of ErrorLog that purely uses memory as its backing
store. Needless to say, this log does not survive application restarts or failures, but it provides a
very simple implementation that can come in handy in some hard cases where even
SqglErrorLog would fail. For example, SglErrorLog requires a complex store like a database
and this assumes that an entire chain of infrastructure (network, server, database, etc.) will be
fully operation in order to log exceptions in the first place. But say that even your error logging
database becomes unavailable in the face of some catastrophic failure. This is where you could
change your configuration file and temporarily switch to the MemoryErrorLog implementation

to be able to diagnose problems albeit a volatile backing store.

'8 The reason for choosing a GUID is rather important. If you want to ship error logs from several machines to a
single server then using a GUID as the primary key and identification of an error provides the most conflict-free

solution. Also, each error gets its own unique ID “forever.”



The implementation of the MemoryErrorLog is fairly straightforward. It uses a static instance
of a nested collection implementation to store the error entries. The static instance is, of course,
bound to the application domain so it will only store and serve errors private to the application.
You can initialize the log with a size parameter that specifies the maximum number of entries it
will log in its store. Once the log is filled up, the older entry is dropped to make place for a new
one. The default size of the log is 15, with a maximum of 500. The default should be fine for
most cases, but don’t make it too big since errors will accumulate and consume memory
unnecessarily. Remember, the point of this log implementation is for troubleshooting or even
otherwise testing purposes.

There are only two items to mention with this implementation. First, it uses a
ReaderWriterLock instance to synchronize access to the log. A writer-lock is acquired during
the Log method and reader-lock during the GetError and GetErrors methods. The lock itself is
a static member of the MemoryErrorLog and is initialized together with the type. The entries

collection is itself initialized when the first error is logged. Until then, it has minimum footprint.

The second item to note is that the MemoryErrorLog makes defensive copies of the Error
objects on the way in and out of its store (the internal collection). Since Error objects are
mutable, the log clones an Error object in the Log method to maintain its own private copy and
then returns yet another clone in GetError and GetErrors for the private use of the caller. |
could have avoided all this extra copying by making the Error object immutable in the first
place, but I decide to keep things short and simple for the article. From a more commercial-
grade solution, it would be very favorable to support immutability on Error and its collections

especially because it’s really not all that hard to do.

Binding to the Log Implementation

So how does the ErrorLogModule, or anyone for that matter, know which concrete
implementation of the log to use? The ErrorLog class has a Default property that provides,
well, the default error log implementation configured for the application. The implementation of
the Default property internally calls the CreateFromConfigSection method of the
SimpleServiceProviderFactory to obtain the ErrorLog instance. The job of

SimpleServiceProviderFactory is to create and configure a type from the configuration at a



specified configuration section. SimpleServiceProviderFactory makes three basic assumptions

to succeed™®:

e The configuration returned by ConfigurationSettings.GetConfig will be a dictionary,

allowing you to use a number of the configuration section handlers supplied with the

base class library.

e The dictionary must have a “type” entry whose value supplies the standard type-
specification of the object to instantiate.
e The type has a constructor that takes an IDictionary as the parameter.

The type is created using Activator.Createlnstance and via a constructor that is expected to

take a single parameter typed as IDictionary. The dictionary can then be used by the type of
initialize itself. For example, SqlErrorLog expects to find its connection string in there whereas

the MemoryErrorLog looks for a “size” override.

Note that SimpleServiceProviderFactory removes the “type” key from the dictionary before
passing it on to the type its constructing. However, it cannot do this simply on the dictionary
returned by GetConfig because this is cached away by the framework and we don’t want to be
modifying that version?. So, instead, the dictionary is cloned and then the “type” key is
removed. This defensive copy turns out to be good idea anyhow because the

SimpleServiceProviderFactory cannot assume what the type is going to do with it anyhow.

So getting back to where it all started, the Default property on ErrorLog grabs the
implementation from the configuration and hangs on to it in a static member. This means that
subsequent calls to return the default instance will be instantaneous. On item of interest to note
here is the static member is bound to the thread and not the application domain. In other words,
an independent error log instance is maintained per thread. This yields two major benefits
without writing any code and yet at the expense of very little memory overhead. We don’t need

to synchronize access to the static field and, even more importantly, the downstream error log

19 These assumptions were one of those design decisions that were made to reduce the number of classes and
abstractions needed in the solution. Some people may not agree with them, but they amply serve the purpose for the
sample.

2 |deally, the objects returned from GetConfig would be read-only. Alas, this is not the case with the dictionaries

returned by factory implementations such as SingleTagSectionHandler.
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implementation can be free of multi-threaded details. This is a lot like how ASP.NET also
makes life easy for implementers of modules.

The Handlers to the ErrorLog

There’s really nothing special going on in the handlers. Most of the code is basic practice for

writing handlers and it’s just rendering a la HtmlText\Writer. The only interesting point to

mention is that, except for the RSS handler, all handlers are in fact “pages.” That is, they
eventually inherit from the same Page class (via the ErrorPageBase) that you’re used to. This
provides all the benefits of a regular Web Form (ASPX page) like view state, validators and web
controls so you don’t necessarily have to resort to the HtmIText\Write-style of rendering. The
only thing you won’t get is the dynamic compilation and the convenience of an HTML designer.
I haven’t employed any web controls in the solution because I didn’t need anything as rich as the
DataGrid or Calendar. However, inheriting from Page still makes some things just more
accessible as you don’t have to pass around the HttpContext object supplied to

ProcessRequest.

The ErrorPageBase class serves as the base class for all the HTML content handlers. It
basically provides some base convenience properties and a frame for the page layout as

illustrated in Figure 14:


http://msdn.microsoft.com/library/en-us/cpref/html/frlrfSystemWebUIHtmlTextWriterClassTopic.asp?frame=true

Render

RenderDocumentStart

<html>
<head>

RenderHead

<title> Title </title>
<stylesheet> BasePageName/stylesheet </stylesheet>

</head>
<body>

RenderContents

RenderDocumentEnd

<p> ...footer... </p>
</body>
</html>

Figure 14

Note that style sheet for all pages comes from a CSS file that is as a resource in the assembly

manifest.

The ErrorLogPageFactory is just a plain “switch” factory that is responsible for cracking the
URL and returning the corresponding handler class. The factory uses the Pathlnfo?! property of

HttpRequest to determine which resource is being requested.

Note how the style sheet for all pages is embedded as a resource and served using the

MainfestResourceHandler class.

A lot of handlers provide no form of customization. So what do you do if you don’t like how the
pages are laid out? Perhaps you want to put in there some extra detail or make them more
compatible for some browser. Write your own handler to view the ErrorLog. It’s so easy that
creating fully extensible and configurable handlers, plus the design decisions that entail them, is

simply not worth the effort.

21| used the PathInfo because it really keeps it leave query string clean for use by the downstream handler.
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ErrorMailModule

The ErrorMailModule has a very simple implementation. During the Init method, it reads the
configuration section to get some basic settings like the sender address, the recipient(s) %, the
subject line and whether to send the mail synchronously or asynchronously. Like

ErrorLogModule, it subscribes to the Error event of the application.

When an unhandled error propagates to the top, the OnError handler of the module gets called
by ASP.NET. There an Error object is constructed from the Exception and then either
ReportErrorAsync or ReportError is called depending on the async setting from the
configuration. The idea of reporting the error asynchronously is simply to prevent an operational
issue from delaying the response to the user unnecessarily?*. Asynchronous reporting is achieved

by posting a worker item to the thread pool. It may have been better not to borrow a thread from

the same pool used by ASP.NET to server requests but this detail can be changed by a subclass
easily®*. For the article, it illustrates the point adequately.

The workhorse of the implementation is in the ReportError method. This is where basically an
e-mail is created, formatted and dispatched. A MailMessage object is created to specify the

sender, recipients, format and body of the e-mail. The module is designed to focus on its job of
preparing and sending a message, but the details how the body of the message is formatted with

details from the Error object are isolated into a separate type, the ErrorTextFormatter.

The ErrorTextFormatter is actually an abstract base class that defines the contract that the
error formatters must implement. It has a single property and method, namely MimeType and
Format. The MimeType property of a mail formatter is used to set the MailFormat property of
the MailMessage. ErrorMailModule only understands “text/plain” and “text/html”, both of
which directly translate to MailFormat.Text and MailFormat.Html. The Format method is
where the actual writing of the mail body takes place. It receives a TextWriter and an Error

object as parameters. How the formatter then writes out the body is completely oblivious to the

%2 This can be a semicolon-delimited list of e-mail addresses to reach several recipients.

%% The same idea could have been used for the logging subsystem but | decided to demonstrate the idea in this
module instead since it is less overloaded with implementation details.

# It’s actually more important to check whether asynchronous reporting in the case of mailing buys you a lot before

committing to a complicated implementation.


http://msdn.microsoft.com/library/en-us/cpref/html/frlrfsystemthreadingthreadpoolclassqueueuserworkitemtopic.asp
http://msdn.microsoft.com/library/en-us/cpref/html/frlrfsystemiotextwriterclasstopic.asp

ErrorMailModule. To obtain the concrete error formatter implementation, the
ErrorMailModule calls a protected virtual method named CreateErrorFormatter. In the
supplied solution, there’s only the ErrorMailHtmIFormatter implementation provided and
which is returned from this method. It is the one responsible for the formatting the HTML mail

as shown in Figure 1.

Just before sending out the mail, the ErrorMailModule calls PreSendMail to give subclasses a
last crack at the mail to be sent and the error object®®. The default implementation checks if the
Error object’s WebHostHtmIMessage has a value or not. If it does, it creates an attachment
and blasts the HTML contents into it. Finally, the SendMail method gets called and whose
implementation forwards the call to SmtpMail.Send from the base class library.

The main thing to note about the implementation of the ErrorMailModule class is that it uses
approach of the Template Method design pattern. Rather than adding lots of configuration

options, I’ve provided the workhorse of the implementation. For all customization, you can

override various protected virtual members to change things that you don’t like. Here’s a

summary:

Method Why Override?

Init Override this method to principally change how the class is
initialized.

MailSender If you override the Init method completely®® then this property still
allows the remaining of the class to get access to the sender address.

MailRecipient If you override the Init method completely then this property still
allows the remaining of the class to get access to the recipient
address(es).

% This is a little bit like how PreRender event is raised before the rendering phase begins for ASP.NET controls
and pages.

%8 That is, without calling the base class implementation. The ErrorMailModule itself never relies on its private
fields, but rather uses protected virtual properties that can be overridden. The only exception is the
_reportAsynchronously field. This one has no corresponding property because that behavior can be overridden via
OnError or ReportErrorAsync. For example, if you want to completely disable the feature, then just override

ReportErrorAsyc to call ReportError.
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MailSubjectFormat

If you override the Init method completely then this property still
allows the remaining of the class to get access to the subject format.

OnError

Override this method to principally change how the Error object is
obtained or how ReportError is invoked. This could also be a good
place to add filtering based on the type of exception, like don’t report

HttpCompileException type of exceptions.

ReportErrorAsync

Override this method to principally change how ReportError is
called asynchronously. Default implementation uses a worker from
the system-supplied thread pool.

ReportError

Override this method to principally change the implementation of

how an error is reported.

PreSendMail

Override this method if all you want to do is get a last crack at the
mail message and error object before the e-mail is dispatched.

DisposeMail

Override this method to do any clean-up associated with the mail.
The default implementation deletes attached files, assuming that they

were created only for the temporary purpose of sending the mail.

CreateErrorFormatter

Override this method to principally return your own implementation

of the ErrorTextFormatter.

SendMail

Override this method to principally change how the mail is really
sent. If you want to use your own SMTP mailing library, for example,

then this would be the right point to do the conversion.

GetConfig

Override this method to principally change how the configuration is
obtained. For example, you could change the name of the

configuration section used over here.

GetLastError

Override this method to principally change how the Exception is

obtained and converted to an Error object.




